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An Interactive System for Arabic Software 
Requirements Elicitation 

Hanan Elazhary 
 

Abstract— Eliciting user requirements is one of the most critical stages in requirements engineering. Due to human factors, this is an 
error-prone task that affects later stages. This calls for developing automated tools to help in the elicitation process. Most research studies 
focus on developing automated tools for eliciting English software requirements. The problem of eliciting requirements in other languages 
has been greatly overlooked in the literature. This is particularly a critical problem since translating elicited requirements to English 
introduces additional imprecision. Thus, this paper proposes an interactive Arabic software Requirements Elicitation Assistance System 
(AREAS) in an attempt to tackle this problem. The system would be of a great help to billion of stakeholders in the middle east.  

Index Terms— Arabic, interactive system, natural language, requirements elicitation, software engineering, software requirements 
engineering, user requirements.   

——————————      —————————— 

1 INTRODUCTION                                                                     
HE goal of software requirements engineering is speci-

fying the services and constraints of software systems. To 
achieve this goal, it involves two main tasks: software re-

quirements elicitation and specification [1], [2]. Software re-
quirements are elicited from stakeholders resulting in natural- 
language user requirements statements describing high-level 
goals of software systems [3]. This is one of the most critical 
stages in software engineering since imprecision in the elicited 
user requirements causes errors in later stages. Such impreci-
sion is at least an order of magnitude more expensive to cor-
rect when undetected until late software engineering stages 
[4]. Thus, focusing on improving the precision of the elicited 
user requirements in the first stage is one of the ambitious 
aims of software requirements engineering [5]. This impreci-
sion is typically due to the lack of accuracy and/or complete-
ness in the elicited user requirements, and most importantly 
due to the ambiguity of the natural languages used to express 
these requirements [6]. This problem becomes worse when 
users speak languages other than English. This is because they 
express their user requirements in their own languages, while 
programmers typically expect English requirements to be easi-
ly coded using English-like programming languages. Transla-
tion of user requirements to English introduces further ambi-
guities. In spite of the criticality of this problem, it has been 
overlooked in the literature. Thus, one of the main concerns of 
this paper is to tackle the problem of eliciting Arabic user re-
quirements as a prototype. This should be greatly beneficial to 
billions of stakeholders in the middle east.  

Analyzing natural language user requirements is mainly a 
manual task carried out by the software requirements engi-
neers [7], [8]. Since user requirements usually occupy hun-
dreds of pages that need weeks or even months to be exam-

ined, manual analysis takes a very long time and the probabil-
ity of human error is very high. Consequently, using automat-
ed tools for this task would be of a great help. 

Some systems have been developed to automatically detect 
potential imprecision in already written natural language user 
requirements documents through indicators such as weak 
verbs [9], [10], [11]. But, these systems don’t assist in correct-
ing any imprecision. Another approach in the literature at-
tempts to avoid the introduction of imprecision while the user 
requirements are being written by imposing the use of natural 
language patterns. Most research studies in the literature have 
focused on developing such natural language patterns for spe-
cific domains such as database systems [12], scenarios [13], 
[14], and embedded systems [6].  

Jain et al. [15] developed the general-purpose RAT system 
that imposes the use of specific natural language patterns that 
help users adhere to best practices in writing software re-
quirements in different situations [7], [8], [9]. Elazhary [16] 
proposed a similar general-purpose system for Arabic soft-
ware requirements elicitation. But, unfortunately, it is some-
times very hard for nontechnical stakeholders to stick to the 
suitable pattern in each situation. Besides, for the sake of con-
sistency, these systems require predefining all the used terms 
in a glossary, which is cumbersome. The REAS system [17] is a 
semi-automated system that has been proposed for integrating 
these two approaches intelligently to exploit their advantages 
and avoid their disadvantages while eliciting software re-
quirements. This is achieved by imposing the use of a good 
writing style to avoid the introduction of many types of im-
precision and by interactively emulating a conversation be-
tween the requirements engineer and the user to help correct 
introduced imprecision. Besides, it builds a glossary of terms 
incrementally to help ensure consistency in the used terminol-
ogy. Finally, explanations produced by the REAS system can 
be easily inspected by the requirements engineer to correct 
any missed imprecision. 

This paper proposes an Arabic version of the REAS system, 
namely the Arabic software Requirements Elicitation Assis-
tance System (AREAS) for eliciting Arabic software require-
ments. It should be noted however that Arabic is a Semitic 
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language which differs from Indo-European languages includ-
ing English with respect to morphology (form of words), syn-
tax (grammar) and semantics (meaning). This makes the task 
of processing Arabic statements challanging. Besides one-to-
one translation of the REAS system to the AREAS system is 
impossible except in the block diagram and the modules. In 
other words, the AREAS system has a different set of rules 
and attempt to enforce a different writing style. It should be 
noted that the proposed version of the AREAS system is con-
cerned with disambiguating the role of subjects, verbs, and 
objects in the input statements rather than parsing the state-
ments. So, input statements are requested to be shortened iter-
atively if needed. This will be avoided in future improved ver-
sions of AREAS where more complicated statements are al-
lowed and processed.   

The paper is organized as follows: Section 2 describes the 
operation of the AREAS system. Section 3 provides the results 
and discussion. Finally, Section 4 provides the conclusions and 
directions for future research. 

 

 

 

 

 

2 THE AREAS SYSTEM 
The purpose of the AREAS system is to help avoid the intro-
duction of many types of imprecision while the software re-
quirements are being written and help correct others after the 
software requirements are written. This is achieved by helping 
users adhere to some of the best practices in writing Arabic 
software requirements rather than imposing the use of specific 
natural language patterns. It enforces a set of rules that are 
easy enough to be followed by non-technical users. By emulat-
ing a conversation between the requirements engineer and the 
user, the AREAS system interactively detects and helps correct 
many causes of imprecision quickly and easily. Besides, it 
builds a glossary of used terms incrementally to help ensure 
consistency in the used terminology. Finally, the AREAS sys-
tems produces explanations that can be easily inspected by the 
software engineer for detecting and correcting missed impre-
cision. The current version of the AREAS system is mainly 
concerned with disambiguating the role of different terms as 
subjects, objects, or verbs. The block diagram of the AREAS 
system is shown in Figure 1. It is composed of four main 
modules: the spelling checker, the rule imposer, the lexical 
analyzer, and the parser. These modules are described in de-
tails in the following sub-sections. It should be noted that 
while the user inputs a given statement, he is prompted to use 

terms from the glossary (if any) to help maintain consistency 
in the used terminology.  

2.1 The Spelling Checker 
As the name implies, the purpose of the spelling checker is to 
spell-check the words in the input statement by referring to a 
lexicon. If a word in not in the lexicon, the user is prompted to 
correct it or add it to the lexicon. In future versions of the AR-
EAS system, the spelling checker will be extended to be able to 
produce a list of suggestions for the user to select from. The 
spell-checked statement then enters the rule imposer. 

2.2 The Rule Imposer 
The rule imposer enforces a set of simple rules to help users 
adhere to the required writing style while writing the software 
requirements. This style is intended to help preserve the clari-
ty of the input statements and reduce ambiguity. 
Rule 1. Write short statements. 

This rule increases the probability of having a simple 
statement that can be quickly and easily processed. Generally, 
a short statement should include no more than 25 words. In 
case the rule is violated, the user is prompted to shorten the 
statement or decompose it into two or more shorter state-
ments. 
Rule 2. Write statements of the form: subject-verb-object or verb-

subject-object only. 
Unlike English, in Arabic, statements are read from the 

right to the left. The Arabic language has a relatively free 
word order [18]. There are generally four different forms of a 
given declarative statement:  

1. subject-verb-object; example: أحمد أكل السمكة or Ahmed ate 
the fish 

2. object-verb-subject; example: السمكة أكلها أحمد or The fish 
ate it Ahmed 

3. verb-subject-object; example: أكل أحمد السمكة or Ate Ahmed 
the fish 

4. verb-object-subject; example:  أكل السمكة أحمد or Ate the 
fish Ahmed 

The two forms object-verb-subject  and verb-object-subject 
are confusing in English and also in Arabic and so Rule 2 for-
bids using them. The form object-verb-subject can be detected 
through the accompanying pronoun (such as ها or it in the 
corresponding example above). The form verb-object-subject 
cannot be easily detected especially if both the subject and 
object are of the same gender such as in case of the statement 
 or Ate the fish Mona. In this statement, it is not أكلت السمكة منى
clear whether Mona ate the fish or whether the fish ate Mona. 
If a violation of this rule is detected, the user is prompted to 
rewrite the input statement.    
Rule 3. Two consecutive nouns are interpreted as a noun (subject or 

object) and a corresponding modifier. 
Though the current version of the AREAS system is con-

cerned with disambiguating the role of different terms as sub-
jects, objects, or verbs, modifiers are inevitable and so have to 
be considered. 
Rule 4. Write only active statements. 

 
Fig. 1. Block diagram of the AREAS system.  IJSER
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In Arabic, a passive statement can typically take one of the 
following two forms:  

1. verb-object; example: أكلت السمكة or was eaten the fish 
2. object-verb; example: السمكة أكلت or The fish was eaten 
 Rule 4 imposes writing active statements only since in case 

of passive statements, it is not clear who or what is doing the 
action. Violation of this rule can be detected when an object is 
missing in the verb-object form (assuming verb-subject-object) 
or in the object-verb form (assuming subject-verb-object). If a 
violation of this rule is detected, the user is prompted to re-
write the input statement.    
Rule 5. Write only declarative statements. 

Other possible types of statements in the Arabic language 
include: 

1. imperative (command or request); example: كل السمكة or 
eat the fish 

2. interrogative (question); example: السمكة؟ل أك  or Did he 
eat the fish?  

3. exclamatory (surprise or strong feelings); example:    كل أ
!السمكة  or He ate the fish! 

These statements are not allowed since they are unneces-
sary in software requirements documents and would compli-
cate the operation of the system. Violations of this rule can be 
easily detected when an assumed object or subject is missing. 
Some keywords also aid in detecting many of these statements 
such as the keyword هل in the statement هل أكل السمكة or Did he 
eat the fish? or the keyword ما in !ما أجمل السمكة or What a beautiful 
fish! If any of these statements is detected, the user is prompt-
ed to remove it.   
Rule 6. Do not use pronouns. 

There are many forms of declarative statements in Arabic 
using pronouns [19]. These include: 

1. personal pronouns; example: هو أكل السمكة or He ate the 
fish 

2. relative pronouns; example: السمكة التي أكلها أحمد or The fish 
which Ahmed ate 

3. demonstrative pronouns; example: هذا أكل السمكة or This 
ate the fish 

This rule tries to avoid referential ambiguity [7], [8] and the 
implicitly problem [9] since it is not clear what these words 
refer to. Whenever a pronoun is detected, the user is prompted 
to replace it. 

Generally, if any of the above rules is violated and the vio-
lation is detected by the rule imposer, it prompts the user to 
modify it, remove it, or keep it for subsequent inspection by 
the requirements engineer. A modified statement reenters the 
spelling checker and the rule imposer for inspection. This con-
tinues until both modules detect no further problems.  

The statement then enters the lexical analyzer. The lexical 
analyzer and the parser try to emulate a conversation between 
the requirements engineer and the user in an attempt to detect 
and help correct many causes of imprecision in each inspected 
input statement. The lexical analyzer also helps in building a 
glossary of used terms incrementally in order to help maintain 
consistency in the used terminology. 

2.3 The Lexical Analyzer 
The goal of the lexical analyzer is to consult a lexicon to gener-

ate a set of classified tokens such as nouns, verbs, modifiers, 
etc. The problem is that there exist many sources of ambiguity 
in the Arabic language [19]: 

1. category ambiguity where a given word has several in-
terpretations; example: the word  كتب can mean the 
noun books or the verb wrote  

2. homographs or words with two or more meanings; ex-
ample: the word صبر can mean patience or cactus plant 

3. syntactic ambiguity when there are several interpreta-
tions for the syntax of a given statement; example:      
 can mean Ahmed saw a man wearing رأى أحمد رجل بنظارة 
eye glasses or Ahmed saw a man using eye glasses  

In an attempt to address some of the causes of such ambi-
guities, the following rules apply: 
Rule 7. A word at the start of a given statement suffering from cate-

gory ambiguity is a verb if followed by a noun 

Rule 8. A word at the start of a given statement suffering from cate-
gory ambiguity is a noun if followed by a verb 
In fact, Rule 2 dictates Rules 7 and 8. This is because state-

ments are allowed to take the forms subject-verb-object or 
verb-subject-object only. 
Rule 9. In case of a homograph, suggestions are provided to the user 

for selection 

Rule 10. Each item is given a code and added to the glossary unless 
already exists. 
The purpose of Rule 10 is to build a glossary of terms in-

crementally to help ensure consistency in the used terminolo-
gy. Giving one code to two different items or different codes 
to the same item signals inconsistency in the used terminology 
and so possible ambiguity.  

The statement and the classified tokens generated by the 
lexical analyzer are passed to the parser for specifying the role 
of each item (subject, object, etc). It also produces explanations 
that can be later inspected by the requirements engineer to 
detect missed ambiguities.     

2.4 The Parser 
The goal of the parser is to specify the role of each item in the 
input statement as subject, object, verb, or modifier. In case of 
a syntactic ambiguity, the parser provides the user with a list 
of possiblities to make a selection. The following rules apply: 
Rule 11. A verb at the start of a given statement is followed by a 

subject then an object 

Rule 12. A noun at the start of a given statement is followed by a 
verb then an object  
In fact, Rule 2 dictates Rules 11 and 12. This is because 

statements are allowed to take the forms subject-verb-object or 
verb-subject-object only. 
Rule 13. Two consecutive nouns are a noun and a corresponding 

modifier  
In case of consulting the user, the user selections are pro-

duced as explanations that can be easily inspected by the 
software engineer for detecting and correcting any missed 
imprecision.  
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It should be noted that in case the user selects items from 
the glossary, verbs are allowed to play the role of objects as 
shown in the example in Section 3.  

3 RESULTS AND DISCUSSION 
The AREAS system was tested against a user-description of 
some simple programs. An example of these programs ia as 
follows:  
 
 البرناميج يطلب من المستخدم إدخال عشر أرقام. هو يجمع الأرقام  ويخرج المجموع

 
In English, these Arabic statements can be expressed as fol-

lows (with an error in the word program): 
 

The progiram prompts the user to input 10 numbers. It adds the 
numbers and produces the sum.  

 
These two statements enter the system subsequently. When 

the statement يطلب من المستخدم إدخال عشر أرقام البرناميج  enters the 
sytem, since the glossary is initially empty, the user is not 
prompted to select items from it. The spelling checker detects 
an error in the spelling of the first word البرناميج so the user is 
prompted to correct it. The rule imposer counts the number of 
words forming the statement and recognizes no violation of 
Rule 1. However, it detects violation of Rule 2. The statement 
does not take the form subject-verb-object or verb-subject-
object. The user is prompted to rewrite it. It is rewritten as 
follows:  
 

 البرنامج يطالب المستخدم. البرنامج يطلب إدخال عشر أرقام.
 
In English, this Arabic statement can be expressed as fol-

lows: 
  
The program prompts the user. The program requests inputting 10 
numbers. 
          

When the statement البرنامج يطالب المستخدم enters the sytem, 
the spelling checker does not detect any problems. The rule 
imposer detects no problems. The statement enters the lexical 
analyzer. It classifies the word البرنامج as a noun with code 001, 
the word يطالب as a verb with code 002, and the word تخدمالمس  as 
a noun with code 003. The statement and the classified tokens 
are passed to the parser for specifying the role of each item. It 
classifies the word البرنامج with code 001 as a subject, the word 
 with code المستخدم with code 002 as a verb, and the word يطالب
003 as an object. 

When the statement  البرنامج يطلب إدخال عشر أرقام enters the 
sytem, the spelling checker does not detect any problems. The 
rule imposer detects a violation of Rule 2. The statement does 
not take the form subject-verb-object or verb-subject-object. 
The user is prompted to rewrite it. It is rewritten as follows:  

 
 البرنامج يطلب إدخال. المستخدم يدخل عشر أرقام. 

In English, this Arabic statement can be expressed as fol-
lows: 
  
The program requests inputting. The  user inputs 10 numbers. 

     
When the statement البرنامج يطلب إدخال enters the sytem, the 

user is prompted to use items from the glossary so the state-
ment is input in the form of 001 يطلب إدخال or 001 requests input-
ting. The spelling checker and the rule imposer do not detect 
any error. The lexical analyzer classifies the word يطلب as a 
verb with code 004 and the word إدخال as a noun with code 
005. The statement and the classified tokens are passed to the 
parser. It classifies the word البرنامج with code 001 as a subject, 
the word يطلب with code 004 as a verb, and the word إدخال with 
code 005 as an object.  

When the statement المستخدم يدخل عشر أرقام enters the sytem, 
the user is prompted to use items from the glossary so the 
statament is input in the form of شر أرقامع  005 003 or 003 005 ten 
numbers. The spelling checker and the rule imposer do not 
detect any error. The lexical analyzer detects two consecutive 
nouns so consults the user to specify the modifier. According-
ly, it classifies the word عشر as an identifier with code 006 and 
the word أرقام as a noun with code 007. The statement and the 
classified tokens are passed to the parser. It classifies the word 
 with code أرقام with code 006 as an identifier to the word عشر
007, which is in turn classified as an object. 

When the statement  enters the  هو يجمع الأرقام ويخرج المجموع
sytem, the user is prompted to use items from the glossary. 
Suppose that the user does not select any glossary item. The 
statement enters the spelling checker, which does not detect 
any error. The rule imposer detects a pronoun so the user is 
prompted to rewrite the statement. It is rewritten as follows:  
 

 يجمع الأرقام ويخرج المجموعالبرنامج 
 
In English, this Arabic statement can be expressed as fol-

lows: 
  
The program adds the numbers and produces the sum. 
 

Again, the user is prompted to use items from the glossary. 
The statement using glossary term 001 enters the system in the 
form of 001  جمع الأرقام ويخرج المجموعي  or 001 adds the numbers 
and produces the sum. The spelling checker does not detect any 
error. The rule imposer detects a violation to Rule 2 so the user 
is prompted to rewrite the statement. It is rewritten as follows: 

 
 يخرج المجموع 001. الأرقام يجمع  001

 
In English, this Arabic statement can be expressed as fol-

lows: 
 
001 adds the numbers. 001 produces the sum. 

 
When the statement 001  الأرقاميجمع  enters the system, the 

user is prompted to use items from the glossary and so the 
statement  enters the system in the form of 001  007يجمع  or 001 
adds 007. The spelling checker and the rule imposer do not 
detect violation of any type. The lexical analyzer classifies the 
word جمعي  as a verb with code 008. With respect to the parser, 
001 acts as a subject and 007 acts as an object. 

When the statement 001  يخرج المجموع  enters the system, the 
spelling checker and the rule imposer do not detect violation 
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of any type. The lexical analyzer classifies the word  يخرج as a 
verb with code 009 and the word  المجموع as a noun with code 
010. Finally, the parser classifies the word  يخرج with code 009 
as averb and the word  المجموع with code 010 as an object. 

Accordingly, the following explanations are output by the 
system to be inspected by the requirements engineer: 

  003 المستخدم 002 يطالب 001 البرنامج .1
 005إدخال   004يطلب  001البرنامج  .2
   007 أرقام 006عشر  005يدخل  003المستخدم  .3
 007الأرقام  008ع يجم 001البرنامج  .4
 010 المجموع 009يخرج  001 البرنامج .5

In English, these explanations can be interpreted as follows: 
1. The program 001 asks 002 the user 003  
2. The program 001 requests 004 inputting 005 
3. The user 003 inputs 005 ten 006 numbers 007 
4. The program 001 adds 008 the numbers 007 
5. The program 001 produces 009 the sum 010 

Further inspection by the requirements engineer reveals 
that the verb 002 and 004 should take the same code. 

4 CONCLUSION 
This paper presented the proposed interactive Arabic software 
Requirements Elicitation Assistance System (AREAS) that is a 
compromise between detection and correction of imprecision 
while and after the natural language software requirements 
are written. The system is designed for Arabic software re-
quirements to help reduce the ambiguity of the Arabic lan-
guage statements and the further imprecision introduced due 
to the translation of these statements to English. This is espe-
cially important in the middle east where stakeholders typical-
ly speak Arabic while software engineers expect English user 
requirements statements. 

It should be noted that the system is not intended as a 
translator, so not all forms of senetences are allowed. Alterna-
tively, the system is intended to help reduce introduced ambi-
guities in requirements documents by inforcing a set of rules 
and building a glossary of terms to help maintain consistency 
in the used terminology. It emulates a conversation between 
the requirements engineer and the user to resolve and reduce 
several ambiguities. It produces explanations that can be easi-
ly inspected by the requirements engineer to detect any 
missed ambiguity.  

It sould be noted also that this is the first version of the 
AREAS system that is designed to deal mainly with disam-
bigating the role of verbs, subjects, and objects in a given 
statement. The system is being modified to deal with more 
complicated sources of ambiguity. Results will be reported in 
subsequent papers.    
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